# Scala基础知识

## 10. Scala单例对象、伴生对象

### 10.1 Scala单例对象

Scala中没有java中的静态类、静态方法、静态成员，相应的scala中提供了Object对象，在Object对象中所有的成员和方法都是静态的。

package lesson10  
  
/\*\*  
 \* Created by hipparchus on 2017/2/9.  
 \*/  
  
class College{  
 val id = College.studentNo  
 private var number = 0  
 def addClass(number:Int){this.number += number}  
}  
  
object College{  
 private var studentNo = 0  
 def newStudentNo = {  
 studentNo += 1  
 studentNo  
 }  
}  
  
object ObjectOps {  
 def main(args: Array[String]) {  
 println(College.newStudentNo)  
 println(College.newStudentNo)  
 }  
}

在以上代码中，Object College就是一个Object对象，它的方法可以通过*对象名.方法名*的方式来调用，但是需要注意的是在main方法中调用的Object对象的方法或成员不能使用private关键字修饰。

输出结果：

1

2

由于Object对象内的方法和成员都是静态的，所以Object对象可以作为静态变量区，存放一些公共的变量和方法。例如一些配置信息需要在Object对象中定义。

与java的静态类不同的是，java的静态类只要加载静态类的时候会对静态类的方法执行，但是scala中的Object对象只用在第一次调用时才会执行其内部的方法和成员，而不是每次加载时都执行。其实Object对象自身也存在构造器，在上例中，Object College存在一个无参数的构造器，在第一次调用时会调用构造器来创建Object College对象。

### 10.2 类的伴生对象

如果存在一个类与一个Object对象名字相同，则称这个object对象是这个类的伴生对象，这个类是这个对象的伴生类。

class College{  
 val id = College.studentNo  
 private var number = 0  
 def addClass(number:Int){this.number += number}  
}  
  
object College{  
 private var studentNo = 0  
 def newStudentNo = {  
 studentNo += 1  
 studentNo  
 }  
}

在伴生对象中会对类的一些静态配置和一些隐式转换进行的封装。伴生类可以访问伴生对象的所有成员（包括私有成员与非私有成员），例如上例中class College可以访问伴生对象的私有成员 studentNo。值得一提的是伴生对象并不是在伴生类的作用范围内的，所以访问伴生类的成员时需要使用*对象名.成员名*的方式。

## 11.scala中的apply方法

在Scala中apply方法有两种用法一种是在Object伴生对象中调用apply方法，另一种是在类中调用apply方法,前者使用比较多。

### 11.1 Object中的apply

在Object中使用apply方法大多数是用于构造对象，利用半生对象的apply方法来实现伴生类的对象的实例化。

package lesson11

/\*\*

\* Created by hipparchus on 2017/2/9.

\* apply function

\*/

class ApplyTest{

def apply() = println("I am into Spark!")

def haveATry: Unit ={

println("Have a try on apply!")

}

}

object ApplyTest{

def apply() = {

println("I am into Scala!")

new ApplyTest

}

}

object ApplyOperation {

def main(args: Array[String]) {

val arr = Array(1,2,3,4,5)

val a = ApplyTest()

a.haveATry

}

}

这里有一个伴生类ApplyTest和其伴生对象object ApplyTest，并且中伴生对象中实现了apply方法返回一个ApplyTest的对象。

当在main方法中通过*val a =ApplyTest()* 方式创建对象时，scala会调用object ApplyTest 的apply方法，来创建对象。

输出：

I am into Scala!

Have a try on apply!

在构建集合时，一般都是采用这种方式来构建集合对象的，例如创建数组对象：

val arr = Array(1,2,3,4,5)

实际上是调用了Array类的半生对象的apply方法。使用这种方式有如下几个好处：1)进行单例控制，2)可以控制对象构建的权限控制，3）避免多次使用new来创建对象，4）通过在伴生类apply方法中构建抽象类的子类实例的方式来实例化抽象类。

### 11.2 Class中的apply方法

这种方式使用的比较少。

class ApplyTest{

def apply() = println("I am into Spark!")

def haveATry: Unit ={

println("Have a try on apply!")

}

}

object ApplyOperation {

def main(args: Array[String]) {

val a = new ApplyTest

a.haveATry

println(a())

}

}

一般调用class的apply的方法是通过*对象名()*方式来调用的。

结果：

Have a try on apply!

I am into Spark!

()

## 12. Scala中的继承

### 12.1超类的构造

Scala中的类与java的类似都是继承自一个默认顶级类Any（java是Object）。

package lesson12

/\*\*

\* Created by hipparchus on 2017/2/9.

\* scala inherit

\*/

class Person(val name:String, var age:Int){

println("The primary constructor of Person")

val school = "XDU"

def study = "study in the morning"

override def toString = "I am a Person,name:" + name +",age:" + age

}

class Student(name :String, age:Int, val grade:String) extends Person(name,age){

println("This is the subClass of Person, Primary constructor of Student")

override val school = "BJU"

override def toString = "I am a student,name:"+name+",age:" + age + ","+super.study

}

object OverrideOperations {

val w = new Student("hipparchus", 25, "grade four")

println("School:" + w.school)

println("Grade:"+ w.grade)

print(w.toString)

}

这里，创建了一个超类Person，然后创建了一个继承自Person的子类Studenet。通过关键字extends来表明继承自哪个父类。Person类中有两个类型参数分别是name和age，而子类中有三个类型参数（name、age、grade）。子类通过super关键字来调用父类的成员。当子类有与父类相同的类型参数时，需要把类型参数同时传递给父类，例如：

class Student(name :String, age:Int, val grade:String) extends Person(name,age)

总结，1）子类在继承时，需要将父类主构造的所有参数都填充了；

2) 子类调用父类方法时，通过关键字super。

运行结果：

The primary constructor of Person

This is the subClass of Person, Primary constructor of Student

School:BJU

Grade:grade four

I am a student,name:hipparchus,age:25,study in the morning

### 12.2 重写字段

一般情况下，建议在子类重写父类的方法或者成员时添加override关键字。

如：

class Person(val name:String, var age:Int){

println("The primary constructor of Person")

val school = "XDU"

}

class Student(name :String, age:Int, val grade:String) extends Person(name,age){

println("This is the subClass of Person, Primary constructor of Student")

override val school = "BJU"

}

子类Student继承自父类Person，并且重写了父类的成员school。

### 12.3 重写方法

class Person(val name:String, var age:Int){

println("The primary constructor of Person")

override def toString = "I am a Person,name:" + name +",age:" + age

}

class Student(name :String, age:Int, val grade:String) extends Person(name,age){

println("This is the subClass of Person, Primary constructor of Student")

override def toString = "I am a student,name:"+name+",age:" + age + ","+super.study

}

由于Person类默认继承自scala的顶层类Any，而Any类中定义了toString方法，所以Person类重写了toString方法。类似子类Student也重写了父类Person的toString的方法。

## 13.抽象类、抽象字段、抽象方法

### 13.1抽象类

抽象类在scala的编程中常常用到。在面向对象编程和面向接口编程的角度来讲，抽象类是至关重要的。

声明抽象类使用关键字：*abstract*。

实现抽象类时，子类需要使用*extends*关键字继承抽象类，然后实现其中的抽象方法。

package lesson13

/\*\*

\* Created by hipparchus on 2017/2/10.

\* Abstract Class

\*/

class AbstractClassOps{

var id:Int = \_

}

abstract class SuperTeacher(val name:String){

var id:Int

var age:Int

def teach

}

class MathsTeacher(name:String) extends SuperTeacher(name){

override var id = name.hashCode

override var age = 25

override def teach: Unit ={

println("Teach Maths!")

}

}

object AbstractClassOps {

def main(args: Array[String]) {

val teacher = new MathsTeacher("Maths Teacher Hipparchus")

teacher.teach

println("teacher.id:" + teacher.id)

println("teach.name:" + teacher.name)

}

}

输出结果：

Teach Maths!

teacher.id:-143635800

teach.name:Maths Teacher Hipparchus

### 13.2抽象字段

当一个字段在声明的时候，不给字段赋值时，该字段就是抽象字段。需要注意的是非抽象类的每个字段在声明时必须要进行赋值（此时可以通过给字段赋值为具体值或者给*var*类型的字段赋值为一个占位符*\_*）。

class AbstractClassOps{

var id:Int = \_

}

abstract class SuperTeacher(val name:String){

var id:Int

var age:Int

}

### 13.3抽象方法

当一个方法没有方法体的时候，它就是一个抽象方法。与java不同的是scala中抽象方法不需要有*abstract*关键字来进行修饰。

abstract class SuperTeacher(val name:String){

def teach

}

## 14.scala中的trait（特质）

### 14.1作为接口使用的trait

与java中的interface接口类似，scala中的trait可以作为接口来讲，但是它要比java中的interface强大的多。

声明一个trait只需要使用关键字trait即可。

trait Logger{

def log (msg:String){}

def loginfo

}

与java的interface不同，trait中可以有抽象方法也可以有实例方法。

当一个类需要实现多个trait时，第一个trait使用*extends*关键字，而后的所有trait都使用*with*关键字。

class ConcreteLogger extends Logger with Cloneable{

override def log(msg:String) = print("Log:" + msg)

def concreteLog{

log("concrete log!")

}

}

举个例子：

package lesson14

/\*\*

\* Created by hipparchus on 2017/2/10.

\* trait

\*/

class UseTrait{

}

trait Logger{

def log (msg:String){}

}

class ConcreteLogger extends Logger with Cloneable{

override def log(msg:String) = print("Log:" + msg)

def concreteLog{

log("concrete log!")

}

}

object UseTrait {

def main(args: Array[String]) {

val logger = new ConcreteLogger

logger.concreteLog

}

}

输出结果：

Log:concrete log!

### 14.2在对象中混入trait

在实际的情况中有一个需要，在具体类实例化的时候，通过一些trait的具体的实现来提供具体的实现方法。

例如

trait Logger{

def log (msg:String){}

}

class ConcreteLogger extends Logger with Cloneable{

def concreteLog{

log("concrete log!")

}

}

在trait Logger和ConcreteLogger中都没有具体的写log方法的方法体。但在TraitLogger(TraitLogger 也是一个trait)中有具体的方法体内容。

trait TraitLogger extends Logger{

override def log (msg:String): Unit ={

print("TraitLogger Log content is : " + msg)

}

}

此时我们通过以下方式来构建实例对象。

object UseTrait {

def main(args: Array[String]) {

val logger = new ConcreteLogger with TraitLogger

logger.concreteLog

}

}

由于此时TraitLogger中对log方法进行了复写，此时可以通过以上方式将TraitLogger中log方法具体的实现混入到对象logger中，覆盖掉logger对象的log默认方法。此时需要注意的是这两个trait必须类型一致。

运行结果：

TraitLogger Log content is : concrete log!

这在很多情况下是非常有用的，它可以随着程序的运行动态的混入更符合当时上下文的方法的实现。这要得益于trait中的很多工具方法（有实现的方法）。在scala中可以混入很多trait，这样就可以把各种各样的工具方法混入到类和方法中，这对于构造大型工程或者复杂的上下文环境很有必要。

## 15.scala多重继承与AOP

### 15.1 scala多重继承

Scala中实现多重继承的方式一般采用混入多个trait的方式。由于trait与java中的interface不同，它本身可以用方法的实现，这样在进行大型工程的一个具体模块时，可以让模块混入各种不同的trait来实现模块功能的不同方面。

class Human{

println("Human")

}

trait Teacher extends Human{

println("Teacher")

def teach

}

trait PianoPlayer extends Human{

println("PianoPlayer")

def playPiano = {

println("I'm playing piano.")

}

}

class PianoTeacher extends Human with Teacher with PianoPlayer{

override def teach = {

println("I'm training student.")

}

}

这里PianoTeacher类继承自Human类混入了trait Teacher和PianoTeacher的工具方法，并且复写了Teacher的teach方法。

### 15.2 scala多重构造器执行顺序

在scala的多重构继承时，会有一个构造顺序。这个顺序是从左往右进行构造。

class PianoTeacher extends Human with Teacher with PianoPlayer{

在这个例子中，在实例化PianoTeacher时，会先调用Human的构造器，然后调用Teacher的构造器，最后调用PianoPlayer的构造器。这里会有一个问题，由于Teacher和PianoPlayer都继承自Human，但是并不是每次都会调用Human的构造方法。在scala中多继承时，如果已经构造了后面trait的超类的话，那么后面的trait不会再重复构造其超类。

例如：

class Human{

println("Human")

}

trait Teacher extends Human{

println("Teacher")

def teach

}

trait PianoPlayer extends Human{

println("PianoPlayer")

def playPiano = {

println("I'm playing piano.")

}

}

class PianoTeacher extends Human with Teacher with PianoPlayer{

override def teach = {

println("I'm training student.")

}

}

object UseTrait {

def main(args: Array[String]) {

val t1 = new PianoTeacher

t1.playPiano

t1.teach

}

}

输出结果：

Human

Teacher

PianoPlayer

I'm playing piano.

I'm training student.

### 15.3 基于trait的AOP的实现

这里简单的介绍利用trait如何实现AOP编程。

举个例子：

trait Action {

def doAction

}

trait TBeforeAfter extends Action{

abstract override def doAction: Unit = {

println("Initialization")

super.doAction

println("Destroyed")

}

}

class Worker extends Action {

override def doAction = println("Working...")

}

这里有一个trait Action代表处理类具体执行的内容，trait TBeforeAfter代表处理类处理前、后所做的预备和收尾工作。由于TBeforeAfter的daAction方法需要调用其父类Action的daAction方法，而daAction方法是抽象方法，所以TBeforeAfter的daAction方法需要用*abstract override*关键字修饰。Worker类继承了Action类。

object UseTrait {

def main(args: Array[String]) {

val worker = new Worker with TBeforeAfter

worker.doAction

}

}

在具体实例化时，可以通过以上方式来实现AOP编程。首先Worker类复写了action方法，然后TBeforeAfter会被混入到对象worker中。所以在调用worker对象的doAction其实是调用TBeforeAfter的doAction方法；TBeforeAfter的doAction方法会调用父类的doAction方法，通过反射调用worker的doAction方法。

输出结果：

Initialization

Working...

Destroyed

## 16.scala中的包

### 16.1 scala中的包定义

包对于组织大型功能来说十分重要，在构建大型工程时一般都会将功能分成不同的模块，然后有不同的团队或者同一个不同人员负责，此时就需要使用包来分工模块、组织和管理代码。

在scala中使用关键字package来定义一个包。

package spark.navigation {

abstract class Navigator

package tests {

//I'm in package spark.Navigation.test

class NavigatorSuite

}

}

package hadoop {

package navigation {

class Navigator

}

package launch {

class Booster {

val nav = new navigation.Navigator

}

}

}

包可以使用链式的定义方式即支持包的嵌套，如package spark.navigation。在包中可以实现代码的组织管理，例如：

package spark.navigation {

abstract class Navigator{

def act

}

package tests {

//I'm in package spark.Navigation.test

class NavigatorSuite

}

package impls {

class Action extends Navigator{

override def act {

println("action")

}

}

}

}

在包spark.navigation中嵌套定义了两个包test和impls，此时就可以将spark.navigation中的抽象方法的实现放在包impls中，对于一些单元测试的方法可以放在test包中。例如spark.navigation中有一个类Navigator，其中的抽象方法act的具体实现放到了test包中。这样便可以清晰的管理整个代码。如果包的定义中有{}，则其作用域在代码快{…}中，如果没有{}的话，则其作用域是整个scala文件。

### 16.2 包对象

Scala中包存在包对象的概念，包对象一般使用关键字*package object 包名* 的方式定义，在包对象中我们可以定义方法和成员。当存在一个包的包名和包对象名称相同时，包中的类就可以直接访问包对象中成员。例如：

package object people {

val defaultName = "Scala"

}

package people {

class people {

var name = defaultName

}

}

包people可以访问包对象people中的成员 defaultName。

一般情况下包不可以单独定义成员和方法，所以使用包对象来代替。

### 16.3 包引用

一般在同一个scala文件中不需要显示的导入其他包，当不在同一个scala文件需要通过关键字import导入。例如：

import java.awt.{color,Font}

### 16.4 包的隐式引用

Scala中存在一个隐式的包引用，默认情况下是不需要引入直接可使用：

import java.lang.\_ //java.lang包

import scala.\_ //scala包

import Predef.\_ //Predef包

这里”\_”等同于java中的”\*”,而且默认情况下scala可以引用所有的java包。

import java.awt.{color,Font}

为了避免scala包与java中类名冲突可以使用重命名引入包的方式。

import java.util.{HashMap=>JavaHashMap}

如果不想引入一个包中的特定类可以使用如下方法。

import scala.{StringBuilder => \_}

## 17.scala中的访问权限

由于在大型面向对象的项目中存在许多包、类、对象等等，进行合理的访问控制是组织和构建项目必须要考虑的。

### 17.1 包、类、对象、成员的访问权限

在包、类、对象、成员中有如下几个访问控制。

**private[包名/类名]**，是指限定一个类、类的成员或者方法的可见度，即这个类的可见度可以扩展到包名下的所有包。如：

package spark {

package navigation{

private[spark] class Navigator{

}

package launch{

object Vehicle {

private[launch] val guide = new Navigator

}

}

}

}

类Navigator的可见度为整个spark包，所以在包launch中可以直接使用类Navigator。而lauch包中的对象Vehicle中的成员guide是整个lauch包可见的，lauch包中的所有类都可以访问它。

**protected[包名/类名]**，指这个方法或者类不仅其和其子类可以访问，并且包和包的子包也可以访问。

**private[this],**指方法、成员、类仅对象可见或者对象私有，也就是仅有该类的实例化的同一对象内部可以访问，类的其他对象无法访问。可以通过这一关键字来限定某一类、方法、成员不能被同一类的其他对象访问，这对于实际编程十分有用。

package spark {

package navigation{

private[spark] class Navigator{

protected [navigation] def useStarChar(): Unit = {

class LegOfJourney {

private[Navigator] val distance = 100

}

private[this] var speed = 200

}

}

}

}

这里类Navigator中的成员speed的访问修饰符是private[this],就是仅仅是对象可见的，同一类的其他对象是无法访问的。

### 17.2 伴生类、伴生对象的访问权限

伴生类可以访问伴生对象的私有成员，伴生对象也可以访问伴生类的私有成员，即伴生类和伴生对象可以相互访问。唯一的差别在于protect修饰的成员，由于伴生对象不存在子类，所以不存在伴生类的子类可访问的问题。

class PackageOps\_Advanced{

import PackageOps\_Advanced.power

private def canMakeItTrue = power > 10001

}

object PackageOps\_Advanced{

private def power = 10000

def makeItTrue(p:PackageOps\_Advanced):Boolean = {

val result = p.canMakeItTrue

result

}

}

## 18.scala中的文件操作

### 18.1 文件的读取、写入操作

一般情况下，编写scala工程都会涉及到文件的读入和写入的操作。它是编程中需要具备的一项基础能力。

通常情况下，读取文件都是都过scala.io包中的Source.fromFile方法来实现的。该方法的入参为代表路径的字符串，返回值是一个BufferSource。BufferSource是一个文件的迭代器。迭代器的内容是文件的内容，按行迭代。

package lesson18

import scala.io.Source

/\*\*

\* Created by hipparchus on 2017/2/12.

\* file Options

\*/

object FileOps {

def main(args: Array[String]) {

val file = Source.fromFile("D:\\work\test.txt")

for (line <- file.getLines()){

println(line)

}

file.close()

}

}

输出结果：

test

file

Source对象还可以读取URL内容，例如

val webFile = Source.fromURL("http://spark.apache.org/")

webFile.foreach(print)

webFile.close()

文件的存入，此时可以使用java的PrintWriter对象来实现文件写入磁盘的操作。

val writer = new PrintWriter(new File("scala.txt"))

for (i <- 1 to 100) writer.println(i)

writer.close()
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### 18.2 读取控制台输入

有些时候需要动态的输入一些参数，例如从控制台输入参数，scala程序读取控制台的输入，这时就需要能够实现scala程序读取控制台输入的信息。

println("please enter your input:")

val line = Console.readLine

println("Thank you ,just typed:" + line)

输出结果：

please enter your input:

1

Thank you ,just typed:1

补充：在scala中的输入与输出流基本上都是调用java来进行操作的，所以scala中的输入与输出内容可以参照java的输入与输出操作。

## 19 scala中的正则表达式

### 19.1 正则表达式

正则表达式对于代码编写来说十分有用，它描述了一种规则，这种规则可以适用与具体的实例的匹配或者过滤，例如字符串的查找、匹配等等。这在数据进行清洗（ETL）时十分有用。

与其他语言类似，scala通过如下方法生成正则表达式

val regex = """([0-9]+) ([a-z]+)""".r

val numPattern = """[0-9]+""".r

val numberPattern = """\s+[0-9]+\s+""".r

这里的”””是指其中的内容作为原始字符串来使用，不含转义字符。通过字符串的***.r***方法来生成一个正则表达式。

package lesson19

/\*\*

\* Created by hipparchus on 2017/2/12.

\* regExpress

\*/

object RegExpressOps {

def main(args: Array[String]) {

val regex = """([0-9]+) ([a-z]+)""".r

val numPattern = "[0-9]+".r

val numberPattern = """\s+[0-9]+\s+""".r

//findAllIn 返回遍历所有匹配项的迭代器

for (matchString <- numPattern.findAllIn("999 scala,1234 spark")) println(matchString)

//找到首个匹配项 findFirstIn 返回的是一个Option类型的数据，找到是Some(匹配内容),未找到是None

println(numberPattern.findFirstIn("999 scala,1234 spark"))

val numitemPattern = """([0-9]+) ([a-z]+)""".r

val numitemPattern(num, item) = "99 hadoop"

println("num:" + num + ",item:" + item)

}

}

输出结果：

999

1234

None

num:hadoop,item:99

### 19.2 模式匹配与Reg结合

在构建工程时，常常将正则表达式和模式匹配一起使用，来进行不同的结构控制，类似与java的switch…case…表达式。

val line = "90809 spark"

line match{

case numitemPattern(num,blog) => println(num + "\t" + blog)

case \_ => println("defalut!")

}

输出结果：

90809 spark

会这里首先会通过模式匹配，匹配上“90809 spark”,并将90809赋值给num，”spark”赋值给blog，然后执行case表达式的println(num + "\t" + blog)。

## 20 scala中的本地函数

### 20.1 本地函数

在使用函数进行操作的封装时，随着函数的数量和嵌套增多会带来一个副作用就是不容易控制函数封装的粒度，对于一些函数可见性的控制会越来越难。

虽然此时可以使用一些访问控制符例如*private、protect*等，但是更常见的就使用在函数内部定义函数的方法即本地函数的方法来实现这类功能。

本地函数是定义在函数内部的函数，只有在函数内部可以访问，函数外部无法访问。而本地函数是可以访问外部函数传入的参数的。

例如：

def processData(filename:String, width:Int){

def processLine(line:String){

if(line.length > width)

println(filename + ":" + line)

}

val source = Source.fromFile(filename)

for(line <- source.getLines)

processLine(line)

}

这里本地函数processLine是函数processData的一个本地函数。一般在使用时不希望过多的暴露processDate的内部实现细节，而本地函数只有内部能使用外部不可见，并且processLine可以使用外部函数processDate的参数width，这样就可以做到封装processDate内部的实现细节，从而达到高内聚低耦合的效果。

### 20.2 一等函数

在scala中函数是可以当作变量来使用的，即在能使用变量的地方都可以用函数代替，此时这些函数就叫做一等函数。这也是scala支持本地函数的原因，因为函数内部可以使用变量，从而函数内部也就可以使用函数了。例如：

object FunctionOps {

def main(args: Array[String]) {

val width = args(0).toInt

for (arg <- args.drop(1))

processData(arg,width)

var increase = (x:Int) => x + 1

increase(10)

increase = (x:Int) => x + 9999

}

}

在main函数中定义了一个匿名函数*(x:Int) => x + 1*并将它赋值给了变量increse。这个匿名函数需要出入一个整型参数x，并把这个参数映射(加工)成x+1即自增1。实际上这里的匿名函数会被scala转换成一个函数字面量来处里。当我们调用这个函数时，可以通过变量incerese(x)的方式来调用。

在scala中提供了很多是代码变得简洁的方法，例如：

someNumbers.foreach((x:Int) => println(x))

someNumbers.filter((x:Int) => x > 0)

someNumbers.filter((x) => x > 0)

someNumbers.filter(x => x > 0)

someNumbers.filter(\_ > 0)

由于scala的类型推断等一些特性，最终*someNumbers.filter(\_ > 0)*代码就代表了someNumbers.foreach((x:Int) => println(x))

## 21 scala中的偏函数

### 21.1 偏函数

偏函数实际上是一种表达式，这种表达式在使用时只需提供部分参数即可。例如：

def sum(a:Int, b:Int, c:Int) = a + b + c

println(sum(1,2,3))

val fp\_a = sum \_

println(fp\_a(1,2,3))

println(fp\_a.apply(1,2,3))

这里，先定义了一个函数sum，然后将sum函数原型(sum \_)赋值给了常量fp\_a,这里的占位符\_ 指代了sum的三个参数。实际上，scala编译器会先生成一个函数类，类中的apply方法会接受3个参数然后调用sum来进行计算。所以当时用函数fp\_a时，scala编译器会产生一个类的实例，调用这个对象的apply来进行计算。

输出结果：

6

6

偏函数的定义：

val fp\_b = sum(1, \_ :Int ,3)

println(fp\_b(2))

println(fp\_b(10))

这里定义了一个偏函数fp\_b,此时sum函数的第一个和第三个参数默认给出，而第二个参数使用占位符\_来代替，并限定了参数类型为Int。当我们调用时，只需传入一个参数即可。

一般情况下，在偏函数中使用占位符\_ 来代替部分参数列表或者全部参数列表。在实际运用中，可以都过给函数传递不同的参数来构造不同的偏函数，实现不同的功能。这对于scala实现函数的闭包，高阶函数的调用有很大作用。

## 22 scala中的闭包

### 22.1 闭包

Scala中的闭包，简单来说就是指一个变量在其作用域以外仍能进行访问的现象。例如：
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在这里我们首先定义了返回值为函数的一个函数，然后我们调用了该函数，传入的参数为Spark，通常当函数scala运行结束后，我们是不能在访问该参数了，因为局部变量Spark的作用域也就是生命周期结束了，但是当我们调用funcResult函数后，发现它是能访问参数Spark的。这就是函数的闭包。scala内部是创建了一个函数的内部对象，将参数Spark作为一个成员保留在了这个对象中。

科里化：将一个函数的两个参数，我们可以把它转换成两个函数，第一个函数会接收原函数的第一个参数，第二个的函数会接收原函数的第二个参数作为输入变量的函数。

例如：
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其利用了闭包。

又如：

val data = List(1,2,3,4,5,6)

var sum = 0

data.foreach(sum += \_)

def add(more:Int) = (x:Int) => x + more

val a = add(1)

val b = add(999)

println(a(10))

println(b(10))

输出结果：

11

1009

这里的函数a、b都是用了闭包，显而易见参数more是函数add的参变量，当a、b定义时调用了add，但是随着add的调用结束more的生命周期也就结束了，但是但我们调用a、b函数时发现参数more仍能被访问。实际上，scala编译器在这里创建了一个对象用来保存这些变量，由于add被调用时返回的是一个函数，而这个函数需要使用add的参数，所以新的对象中保存了add的参数，以便使该参数能有更长的生命周期。

## 23 scala高阶函数

### 23.1 高阶函数

高阶函数是函数的参数也是函数。（因为函数的参数可以是变量，而函数又可以赋值给变量，即函数和变量地位一样，所以函数参数也可以是函数）

如：
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首先我们定义了一个函数BigData,这个函数有两个参数，第一个参数是一个函数，函数名是func，他有一个String类型的参数并且返回值是unit空的；第二个参数是String类型的变量名为content的变量，函数体是将第二个参数作为第一个参数也就是函数func的参数，来调用第一个函数，整个函数返回值为unit空。这里只要传入的函数的格式与定义的一致就行。

又如：
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Array.map()作用，他会遍历array中每一个元素，并将每个元素作为具体的值传给map中的作为参数的函数。

高阶函数的返回值是函数（更为重要）。

![](data:image/png;base64,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)

首先，我们定义一个函数作为返回值的一个函数，func\_Returned返回的是一个字符串类型的。
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我们输入func\_Returned(“Spark”),生成了一个名为Spark的函数。
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首先我们定义了一个返回值为函数的函数func\_Returned,然后我们将其返回值也就是一个函数赋值了变量returned，这样就得到了一个名为returned的函数，然后我们调用returned函数得到了打印结果。

高阶函数有个非常有用的特性是类型推断。其可以自动推断出参数的类型，而且对于只有一个的参数的函数，可以省略掉小括号，并且在函数的参数作用的函数体内只是用一次函数的输入参数的值话，就可省略掉函数名，用下划线（\_）代替。

最原始的方法 ：
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由于scala可以类型推断，而且func只有一个参数，由于在spark定义是一定义了变量类型，所以我们就可以把name后的类型String去掉，
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由于只有一个参数故小括号也可以去掉，
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有由于只有一个参数，所以其参数可以省略，用下划线代替
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例如：
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## 24 scala中SAM转换

### 24.1 SAM转换

SAM是single abstract method的缩写，是指通过指定抽象方法的具体实现来实例化一个抽象接口的方法。例如：

var data = 0

val frame = new JFrame("SAM Testing")

val jButton = new JButton("Counter")

jButton.addActionListener(new ActionListener {

override def actionPerformed(e: ActionEvent): Unit = {

data += 1

println(data)

}

})

这里的new ActionListener{…}就是SAM转换代码，这其中的new ActionListener{…}都是样板代码，如果接口需要实现的方法很多事会显得很复杂。这里更关注的是实现的逻辑即data加一、打印操作，而不是监听器ActionListener和回掉方法是什么。这里更聚焦于数字的处理。

Scala中可以通过引入隐式转换的方法实现更加简洁的SAM。

implicit def convertedAction(action:(ActionEvent) => Unit) =

new ActionListener {

override def actionPerformed(e: ActionEvent): Unit = {action(e)}

}

jButton.addActionListener((e:ActionEvent) => {data += 1; println(data)})

这里定义了一个隐式转换convertedAction，是将一个接收ActionEvent类型参数，返回值为unit的函数转换为一个SAM实例化的接口，即将java中的样例代码封装了以下。这样当在调用jButton.addActionListener方法时，只需传入处理逻辑的函数。jButton.addActionListener方法执行时发现内部的方法类型不符合，scala编译器扫描上下文，通过隐式转换的方法将函数转换为合适的SAM类型。

从java提供的样板代码转换为关注于数据处理的代码，这就是SAM转换的优点。这里通过隐式转换复写了原来的java样例代码。

## 25 Scala中的Curring

### 25.1 Curring

Curring即科里化，可以把接受多个参数的函数转换为一个参数的方法。例如将一个函数的两个参数，我们可以把它转换成两个函数，第一个函数会接收原函数的第一个参数，第二个的函数会接收原函数的第二个参数作为输入变量的函数。

例如：
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其利用了闭包。

又如：

def multiple(x:Int,y:Int) = x + y

def multipleOne(x:Int) = (y:Int) => x \* y

println(multipleOne(6)(7))

这里将原本需要两个参数的函数multiple转换为了只需一个参数的multipleOne，然后通过multipleOne(arg1)(arg2)的方式调用这个函数。实际上在scala编译器编译时，会先将multiple(arg1)转换为一个函数*(y:Int) => arg1 \* y，*然后这个函数传入参数arg2进行计算。

Curring的一个用途是进行类型推到更方便。

val a = Array("Hello","Spark")

val b = Array("hello","scala")

println(a.corresponds(b)(\_.equalsIgnoreCase(\_)))

def corresponds[B](that: GenSeq[B])(p: (A,B) => Boolean): Boolean = {

val i = this.iterator

val j = that.iterator

while (i.hasNext && j.hasNext)

if (!p(i.next(), j.next()))

return false

!i.hasNext && !j.hasNext

}

这里corresponds函数中由于第一个参数已制定了类型，第二个参数就可以适用类型推到而无需指定具体的参数类型。

## 26 Scala中的模式匹配

### 26.1 模式匹配

Scala中在进行分布式编程时，使用模式匹配和消息通信相结合的方式可以使得分布式编程更加简洁。

模式匹配类似与java的switch…case表达式，但是有些许不同。

模式匹配的使用方法如下：

val data = 30

data match {

case 1 => println("First")

case 2 => println("Second")

case \_ => println("Not Known Number")

}

这里通过match…case来实现模式匹配，match前的data即为需要进行匹配的变量，然后通过case表达式来进行具体的匹配，case \_表示匹配其他所有情况类似于switch…case中的default。Case表达式的方法体默认是直接break的，不会继续执行后面的case表达式。

在进行模式匹配时，可以使用守卫的方式进行case过滤，例如：

val result = data match {

case i if i == 1 => "The First"

case number if number == 2 => "The Second" + number

case \_ => "Not Known Number"

}

println(result)

*case i if i == 1 => "The First"*中使用了一个常量 i来接受data match传入的data，然后使用这个常量i来进行守卫判断或者在case表示后的方法体内直接使用。

更多的是模式匹配与集合等其他方法相结合使用。

"Spark !"foreach{

c => println(

c match {

case " " => "space"

case ch => "Char:" + ch

}

)

}

这里*"Spark !"*会转换为一个字符串集合，通过便利字串集合同每一个字符进行模式匹配，然后打印不同的值。

输出结果：

Char:S

Char:p

Char:a

Char:r

Char:k

space

Char:!

## 27 Type、Array、List、Tuple的模式匹配

### 27.1 Type模式匹配

在scala中的模式匹配可以根据类型来进行模式匹配，不同的类型进行不同的数据处理。例如：

def match\_type (t:Any) = t match {

case p:Int => println("this is Integer")

case p:String => println("this is String")

case m:Map[\_, \_] => m.foreach(println)

case \_ => println("UnKnown type!")

}

match\_type(2)

match\_type(Map("Scala" -> "Spark"))

这里根据匹配的变量的不同类型进行匹配处理。需要提一下的是scala中对于泛型或者高级类型，例如Map，它会擦除Map中的k.v的类型，所以这里使用占位符\_来表示Map的k,v的类型。

输出结果：

this is Integer

(Scala,Spark)

### 27.2 Array模式匹配

模式匹配也可以使用在Array中，例如：

def match\_array(arr :Any) = arr match {

case Array(0) => println("Array: " + 0)

case Array(x,y) => println("Array: " + x + " " + y)

case Array(0,\_\*) => println("Array: " + "0......")

case \_ => println("something else")

}

match\_array(Array(0))

match\_type(Array(0,1))

match\_array(Array(0,1,2,3,1))

这里根据传入的数组的长度以及数组中的元素进行匹配，例如*case Array(0,\_\*)=>…*这里使用了可变参数，它会匹配以0作为数组下标为0的元素，长度至少为1的数组。

输出结果：

Array: 0

Array: 1 0

Array: 0......

### 27.3 List模式匹配

与Array类似，但是由于list是由头尾组合而成，语法略有不同。

def match\_list(list :Any) = list match {

case 0::Nil => println("List:" +"0")

case x::y::Nil => println("List:" + x + " " + y)

case 0::tail => println("List:" + "0...")

case \_ => println("something else")

}

match\_list(List(0))

match\_list(List(3,0))

match\_list(List(0,1,2,3))

输出结果：

List:0

List:3 0

List:0...

### 27.4 Tuple模式匹配

def match\_tuple(tuple:Any) = tuple match{

case (0,\_) => println("Tuple:"+ 0)

case (x,\_) => println("Tuple:" + x)

case \_ => println("something else")

}

match\_tuple((0,"scala"))

match\_tuple((2,0))

match\_tuple((1,2,3,"string",Map("scala"->"spark")))

输出结果：

Tuple:0

Tuple:2

something else

## 28 scala中的提取器Extractor

### 28.1 Extractor

提取器（Extractor）是指从表达式中提取出需要的值。它是使得scala中模式匹配如此强大的基础。

def match\_array(arr :Any) = arr match {

case Array(0) => println("Array: " + 0)

case Array(x,y) => println("Array: " + x + " " + y)

case Array(0,\_\*) => println("Array: " + "0......")

case \_ => println("something else")

}

match\_array(Array(0))

match\_array(Array(1,0))

match\_array(Array(0,1,2,3,1))

val pattern = "([0-9]+) ([a-z]+)".r

"1112 helloScala" match {

case pattern(num,string) => println(num + " " + string)

}

其实，在进行模式匹配时，通过提取器将符合Array或是正则表达的变量中的值提取出来，复制给相应的变量，以便在case表达式中使用。

一般会调用相应的类型的unapply方法，例如Array的unapply方法。

/\*\* Called in a pattern match like `{ case Array(x,y,z) => println('3 elements')}`.

\*

\* @param x the selector value

\* @return sequence wrapped in a [[scala.Some]], if `x` is a Seq, otherwise `None`

\*/

def unapplySeq[T](x: Array[T]): Option[IndexedSeq[T]] =

if (x == null) None else Some(x.toIndexedSeq)

// !!! the null check should to be necessary, but without it 2241 fails. Seems to be a bug

// in pattern matcher. @PP: I noted in #4364 I think the behavior is correct.

}

## 29 case class 和case object

### 29.1 case class

Case class在scala中大多用在消息传递的过程中，例如结果一个消息类型的case class然后提取出消息内容，根据消息内容进行不同的处理。此外，它还用于模式匹配。

定义一个case class 通过如下语法：

case class 类名

例如：

abstract class Person

case class Student(age:Int) extends Person

case class Worker(age:Int, salary:Double) extends Person

这里Student类的类型参数age默认是val不可变类型，这在进行分布式消息传递中很有用。

也可以在模式匹配中使用，例如：

def caseOps(person: Person) = person match {

case Student(age) => println("I am "+ age + " years old")

case Worker(\_, salary) => println("salary:" + salary)

case Shared => println("No property")

}

caseOps(Student(19))

输出结果：

I am 19 years old

此外，case class也可以通过copy的方法来生成新的对象，例如：

val worker = Worker(29,10000.1)

val worker2 = worker.copy(salary = 19.92)

val worker3 = worker.copy(age = 30)

默认情况下，case class 的每个成员都是val（不可变变量）。如上例中的age。每个case class都会有其伴生对象，在伴生对象中都会有apply方法，apply方法会帮助case class来构建出具体的对象。而模式匹配时的extract出具体的属性的unapply方法也是在case class的伴生对象中定义的。

### 29.2 case object

与case class类型，case object主要用于模式匹配和消息传递，但是case object是全局唯一的。

第一一个case object通过如下方法：

case object 对象名

例如：

case object Shared extends Person

caseOps(Shared)

## 30 嵌套case class与模式匹配

### 30.1 嵌套case class

当要表达一种集合的元素，而元素的本身的表示又是一个case class。例如书店与书的关系。

abstract class Item

case class Book(description :String,price :Double) extends Item

case class Bundle(description:String,price:Double,items:Item\*) extends Item

object Pattern\_Match\_Case\_Class\_Nested {

def main(args: Array[String]) {

def caseclass\_nested(person:Item) = person match {

case Bundle(\_,\_,art @ Book(\_,\_), rest @ \_\*) => println(art.description + " : " + art.price)

case Bundle(\_,\_,Book(descr,\_), \_\*) => println("The first description is : " + descr)

case \_ => println("Ops")

}

caseclass\_nested(Bundle("111 Special's", 30.0,

Book("Scala for the Spark Developer", 69.95),

Bundle("Hadoop", 40.0,

Book("Hive",79.95),

Book("HBase", 32.95)

)

))

}

}

这里首先定义了一个抽象类Item，然后定义了两个case class继承自Item，Book是具体的书，而Bundle是一套书其中可以嵌套几本书，所以Bundle最后一个类型参数是可变类型的。

在具体的使用时，定义了一套书"111 Special's"，这套书中包含了一本名叫*Scala for the Spark Developer*书和一套Hadoop的书，Hadoop这套书中包含了Hive和HBase这两本书。

上例输出结果：

The first description is : Scala for the Spark Developer

在模式匹配和case class嵌套中，可以使用@符号来引用当前匹配到的对象。

def caseclass\_nested(person:Item) = person match {

case Bundle(\_,\_,art @ Book(\_,\_), rest @ \_\*) => println(art.description + " : " + art.price)

case \_ => println("Ops")

}

caseclass\_nested(Bundle("1212 Special's", 35.0,

Book("Spark for the Impatient",39.95)

))

输出结果：

Spark for the Impatient : 39.95

## 31 scala中的Option

### 31.1 Option中的sealed

在scala中用Option的概念取代了Null和非Null的值，Option中的Some即代表了非Null的值，而None代表了Null，这样做可以使得类更加同一，避免了由于Null引发的一系列问题。

在scala中Option类的定义如下：

sealed abstract class Option[+A] extends Product with Serializable {

Option是一个抽象类，它有两个实现类Some与None。

![](data:image/png;base64,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)

这里的None是case object而Some是case class。在类的修饰符中有关键字，说明Option定义的子类和其本身都在同一个文件内，并且scala编译器会检查代码是否有没有漏掉什么没case到，减少编程的错误。

具体使用可参考以下例子：

object OptionOps {

def main(args: Array[String]) {

val scores = Map("Alice" -> 99, "Spark" -> 100)

// scores.get方法返回的是个option，key存在some（…）,不存在返回none

scores.get("Alice") match {

case Some(score) => println(score)

case None => println("No score")

}

}

}

sealed 关键字主要有**2个作用**：

1. 其修饰的trait，class只能在**当前文件里面被继承**；
2. 在检查模式匹配的时候，用sealed修饰目的是让scala知道这些case的所有情况，scala就能够在编译的时候进行检查，看你写的代码是否有没有漏掉什么没case到，减少编程的错误。

## 32 List与模式匹配高级应用

### 32.1 List操作

Scala中的List有head和tail组成。基本操作如下：

//创建：

val bigData = List("Hadoop","spark")

val data = List(1,2,3)

//通过操作符：：（右结合）创建List，空List为Nil

val bigData\_Core = "Hadoop" :: ("Spark" :: Nil)

val data\_Int = 1 :: 2 :: 3 :: Nil

//List常用方法

//判断是否为空

println(data.isEmpty)

//取List头

println(data.head)

//取List尾

println(data.tail)

//List 与模式匹配结合

//提取出List的元素，第一个元素赋值给a,第二个元素赋值给b

val List(a,b) = bigData

println("a: " + a + "===" + " b: " + b)

//通过操作::提取List的元素，x、y为List的第一、二个元素，rest为除了前两元素外

//的尾元素

val x :: y :: rest = data

println("x : " + x + " === " + "y:" + y + " === " + rest)

输出结果：

false

1

List(2, 3)

a: Hadoop=== b: spark

x : 1 === y:2 === List(3)

### 32.2 List的排序算法实现（基于模式匹配）

这里通过模式匹配实现List的递归方式的对其内部元素进行排序。

val shuffledData = List(4,3,5,2,3,4,6)

println(sortList(shuffledData))

def sortList(list:List[Int]):List[Int] = list match {

case List() => List()

case head::tail => compute(head,sortList(tail))

}

def compute(data:Int,dataSet:List[Int]) : List[Int] = dataSet match{

case List() => List(data)

case head::tail => if (data <= head) data :: dataSet else head :: compute(data,tail)

}

这里首先对List是否为空进行判断，实现算法的完备性，然后对不为空的List进行首尾递归的比较、直到所有元素全部有序。

## 33 List的一阶函数操作

### 33.1 List的函数操作（补充）

println(List(1,2,3,4):::List(4,5,6,7,8):::List(10,11))

println(List(1,2,3,4) ::: (List(4,5,6,7,8) ::: List(10,11)))

println(List(1,2,3,4).length)

val bigData = List("Hadoop", "Spark","Kaffka")

//获取列表的最后一个元素

println(bigData.last)

//获取除最后一个元素之外的元素组成的新列表

println(bigData.init)

//由原列表反置后获得的新列表

println(bigData.reverse)

//列表的操作会生成新的列表而不是在原来的列表上进行修改

println(bigData)

//获取列表的前n个元素组成的新列表

println(bigData take 2)

//删除前n个元素后组成的新列表

println(bigData drop 2)

//列表进行分组，然后将分组结果组成新的列表，分组依据前n个元素为一组，剩余为一组

println(bigData splitAt 2)

//访问列表下表为n个元素

println(bigData apply 2)

//实际调用的是bigDate apply 2

println(bigData(2))

val data = List('a', 'b', 'c', 'd', 'e', 'f')

//获取列表的索引，返回为Range类型

println(data.indices)

//将两个列表进行拉链操作

println(data.indices zip data)

//将列表的索引和数据进行组合，生成新的列表

println(data.zipWithIndex)

println(data.toString)

//列表拼接成字符串，第一个参数为字符串的开头，第二个参数为链接符，第三个参数为结束符。只传入一个是默认参数为分隔符

println(data.mkString("{",",","}"))

//使用缓存数组StringBuilder对列表进行操作

val buffer = new StringBuilder

//addString arg1：缓存数组，arg2：拼接起始字符，arg3：链接字符，arg4：拼接结束符

data addString (buffer,"{","\*\*","}")

println(buffer)

println(data)

输出结果：

List(1, 2, 3, 4, 4, 5, 6, 7, 8, 10, 11)

List(1, 2, 3, 4, 4, 5, 6, 7, 8, 10, 11)

4

Kaffka

List(Hadoop, Spark)

List(Kaffka, Spark, Hadoop)

List(Hadoop, Spark, Kaffka)

List(Hadoop, Spark)

List(Kaffka)

(List(Hadoop, Spark),List(Kaffka))

Kaffka

Kaffka

Range(0, 1, 2, 3, 4, 5)

Vector((0,a), (1,b), (2,c), (3,d), (4,e), (5,f))

List((a,0), (b,1), (c,2), (d,3), (e,4), (f,5))

List(a, b, c, d, e, f)

{a,b,c,d,e,f}

{a\*\*b\*\*c\*\*d\*\*e\*\*f}

List(a, b, c, d, e, f)

### 33.2 List的转换

//数组和列表转换

val array = data.toArray

println(array.toList)

//列表与数组转换

val new\_Array = new Array[Char](10)

//copyToArray arg1:要生成的新数组，arg2：从数组下标n开始拷贝

data.copyToArray(new\_Array,3)

new\_Array.foreach(print)

println()

//列表转换为Iterator

val iterator = data.toIterator

println(iterator.next)

println(iterator.next)

输出结果：

List(a, b, c, d, e, f)

abcdef

a

b